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resource for gaining that level of understanding. After reading this book, I feel like 
I've been through a code review with a master C++ programmer, and picked up 
many of his most valuable insights.”

— Fred Wild, Vice President of Technology, 
Advantage Software Technologies

“This book includes a great collection of important techniques for writing 
programs that use C++ well. It explains how to design and implement the ideas, 
and what hidden pitfalls lurk in some obvious alternative designs. It also includes 
clear explanations of features recently added to C++. Anyone who wants to use 
these new features will want a copy of this book close at hand for ready reference.”

— Christopher J. Van Wyk, Professor, 
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Introduction

IntroductionThese are heady days for C++ programmers. Commercially available
less than a decade, C++ has nevertheless emerged as the language of
choice for systems programming on nearly all major computing plat-
forms. Companies and individuals with challenging programming
problems increasingly embrace the language, and the question faced
by those who do not use C++ is often when they will start, not if. Stan-
dardization of C++ is complete, and the breadth and scope of the ac-
companying library — which both dwarfs and subsumes that of C —
makes it possible to write rich, complex programs without sacrificing
portability or implementing common algorithms and data structures
from scratch. C++ compilers continue to proliferate, the features they
offer continue to expand, and the quality of the code they generate con-
tinues to improve. Tools and environments for C++ development grow
ever more abundant, powerful, and robust. Commercial libraries all
but obviate the need to write code in many application areas.

As the language has matured and our experience with it has increased,
our needs for information about it have changed. In 1990, people
wanted to know what C++ was. By 1992, they wanted to know how to
make it work. Now C++ programmers ask higher-level questions: How
can I design my software so it will adapt to future demands? How can
I improve the efficiency of my code without compromising its correct-
ness or making it harder to use? How can I implement sophisticated
functionality not directly supported by the language? 

In this book, I answer these questions and many others like them.

This book shows how to design and implement C++ software that is
more effective: more likely to behave correctly; more robust in the face
of exceptions; more efficient; more portable; makes better use of lan-
guage features; adapts to change more gracefully; works better in a
mixed-language environment; is easier to use correctly; is harder to
use incorrectly. In short, software that’s just better.



2 Introduction
The material in this book is divided into 35 Items. Each Item summa-
rizes accumulated wisdom of the C++ programming community on a
particular topic. Most Items take the form of guidelines, and the expla-
nation accompanying each guideline describes why the guideline ex-
ists, what happens if you fail to follow it, and under what conditions it
may make sense to violate the guideline anyway.

Items fall into several categories. Some concern particular language
features, especially newer features with which you may have little ex-
perience. For example, Items 9 through 15 are devoted to exceptions.
Other Items explain how to combine the features of the language to
achieve higher-level goals. Items 25 through 31, for instance, describe
how to constrain the number or placement of objects, how to create
functions that act “virtual” on the type of more than one object, how to
create “smart pointers,” and more. Still other Items address broader
topics; Items 16 through 24 focus on efficiency. No matter what the
topic of a particular Item, each takes a no-nonsense approach to the
subject. In More Effective C++, you learn how to use C++ more effec-
tively. The descriptions of language features that make up the bulk of
most C++ texts are in this book mere background information.

An implication of this approach is that you should be familiar with C++
before reading this book. I take for granted that you understand
classes, protection levels, virtual and nonvirtual functions, etc., and I
assume you are acquainted with the concepts behind templates and
exceptions. At the same time, I don’t expect you to be a language ex-
pert, so when poking into lesser-known corners of C++, I always ex-
plain what’s going on.

The C++ in More Effective C++

The C++ I describe in this book is the language specified by the 1998
International Standard for C++. This means I may use a few features
your compilers don’t yet support. Don’t worry. The only “new” feature
I assume you have is templates, and templates are now almost univer-
sally available. I use exceptions, too, but that use is largely confined to
Items 9 through 15, which are specifically devoted to exceptions. If you
don’t have access to a compiler offering exceptions, that’s okay. It
won’t affect your ability to take advantage of the material in the other
parts of the book. Furthermore, you should read Items 9 through 15
even if you don’t have support for exceptions, because those items ex-
amine issues you need to understand in any case.

I recognize that just because the standardization committee blesses a
feature or endorses a practice, there’s no guarantee that the feature is
present in current compilers or the practice is applicable to existing
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environments. When faced with a discrepancy between theory (what
the committee says) and practice (what actually works), I discuss both,
though my bias is toward things that work. Because I discuss both,
this book will aid you as your compilers approach conformance with
the standard. It will show you how to use existing constructs to ap-
proximate language features your compilers don’t yet support, and it
will guide you when you decide to transform workarounds into newly-
supported features.

Notice that I refer to your compilers — plural. Different compilers im-
plement varying approximations to the standard, so I encourage you to
develop your code under at least two compilers. Doing so will help you
avoid inadvertent dependence on one vendor’s proprietary language
extension or its misinterpretation of the standard. It will also help keep
you away from the bleeding edge of compiler technology, e.g., from new
features supported by only one vendor. Such features are often poorly
implemented (buggy or slow — frequently both), and upon their intro-
duction, the C++ community lacks experience to advise you in their
proper use. Blazing trails can be exciting, but when your goal is pro-
ducing reliable code, it’s often best to let others test the waters before
jumping in.

There are two constructs you’ll see in this book that may not be famil-
iar to you. Both are relatively recent language extensions. Some com-
pilers support them, but if your compilers don’t, you can easily
approximate them with features you do have.

The first construct is the bool type, which has as its values the key-
words true and false. If your compilers haven’t implemented bool,
there are two ways to approximate it. One is to use a global enum:

enum bool { false, true };

This allows you to overload functions on the basis of whether they take
a bool or an int, but it has the disadvantage that the built-in compar-
ison operators (i.e., ==, <, >=, etc.) still return ints. As a result, code
like the following will not behave the way it’s supposed to:

void f(int);
void f(bool);

int x, y;
...
f( x < y ); // calls f(int), but it

// should call f(bool) 

The enum approximation may thus lead to code whose behavior
changes when you submit it to a compiler that truly supports bool.
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An alternative is to use a typedef for bool and constant objects for
true and false:

typedef int bool;

const bool false = 0;
const bool true = 1;

This is compatible with the traditional semantics of C and C++, and the
behavior of programs using this approximation won’t change when
they’re ported to bool-supporting compilers. The drawback is that you
can’t differentiate between bool and int when overloading functions.
Both approximations are reasonable. Choose the one that best fits
your circumstances.

The second new construct is really four constructs, the casting forms
static_cast, const_cast, dynamic_cast, and reinterpret_cast.
If you’re not familiar with these casts, you’ll want to turn to Item 2 and
read all about them. Not only do they do more than the C-style casts
they replace, they do it better. I use these new casting forms whenever
I need to perform a cast in this book.

There is more to C++ than the language itself. There is also the stan-
dard library. Where possible, I employ the standard string type in-
stead of using raw char* pointers, and I encourage you to do the
same. string objects are no more difficult to manipulate than char*-
based strings, and they relieve you of most memory-management con-
cerns. Furthermore, string objects are less susceptible to memory
leaks if an exception is thrown (see Items 9 and 10). A well-imple-
mented string type can hold its own in an efficiency contest with its
char* equivalent, and it may even do better. (For insight into how this
could be, see Item 29.) If you don’t have access to an implementation
of the standard string type, you almost certainly have access to some
string-like class. Use it. Just about anything is preferable to raw
char*s.

I use data structures from the standard library whenever I can. Such
data structures are drawn from the Standard Template Library (the
“STL” — see Item 35). The STL includes bitsets, vectors, lists, queues,
stacks, maps, sets, and more, and you should prefer these standard-
ized data structures to the ad hoc equivalents you might otherwise be
tempted to write. Your compilers may not have the STL bundled in, but
don’t let that keep you from using it. Thanks to Silicon Graphics, you
can download a free copy that works with many compilers from the
SGI STL web site: http://www.sgi.com/tech/stl/.

http://www.sgi.com/tech/stl/
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If you currently use a library of algorithms and data structures and are
happy with it, there’s no need to switch to the STL just because it’s
“standard.” However, if you have a choice between using an STL com-
ponent or writing your own code from scratch, you should lean toward
using the STL. Remember code reuse? STL (and the rest of the stan-
dard library) has lots of code that is very much worth reusing.

Conventions and Terminology

Any time I mention inheritance in this book, I mean public inheritance.
If I don’t mean public inheritance, I’ll say so explicitly. When drawing
inheritance hierarchies, I depict base-derived relationships by drawing
arrows from derived classes to base classes. For example, here is a hi-
erarchy from Item 31:

This notation is the reverse of the convention I employed in the first
(but not the second) edition of Effective C++. I’m now convinced that
most C++ practitioners draw inheritance arrows from derived to base
classes, and I am happy to follow suit. Within such diagrams, abstract
classes (e.g., GameObject) are shaded and concrete classes (e.g.,
SpaceShip) are unshaded.

Inheritance gives rise to pointers and references with two different
types, a static type and a dynamic type. The static type of a pointer or
reference is its declared type. The dynamic type is determined by the
type of object it actually refers to. Here are some examples based on
the classes above:

GameObject *pgo = // static type of pgo is
new SpaceShip; // GameObject*, dynamic

// type is SpaceShip*

Asteroid *pa = new Asteroid; // static type of pa is
// Asteroid*. So is its
// dynamic type

pgo = pa; // static type of pgo is
// still (and always)
// GameObject*. Its 
// dynamic type is now
// Asteroid*

GameObject

SpaceShip SpaceStation Asteroid
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GameObject& rgo = *pa; // static type of rgo is
// GameObject, dynamic
// type is Asteroid

These examples also demonstrate a naming convention I like. pgo is a
pointer-to-GameObject; pa is a pointer-to-Asteroid; rgo is a refer-
ence-to-GameObject. I often concoct pointer and reference names in
this fashion. 

Two of my favorite parameter names are lhs and rhs, abbreviations
for “left-hand side” and “right-hand side,” respectively. To understand
the rationale behind these names, consider a class for representing ra-
tional numbers:

class Rational { ... };

If I wanted a function to compare pairs of Rational objects, I’d declare
it like this:

bool operator==(const Rational& lhs, const Rational& rhs);

That would let me write this kind of code:

Rational r1, r2;

...

if (r1 == r2) ...

Within the call to operator==, r1 appears on the left-hand side of the
“==” and is bound to lhs, while r2 appears on the right-hand side of
the “==” and is bound to rhs.

Other abbreviations I employ include ctor for “constructor,” dtor for
“destructor,” and RTTI for C++’s support for runtime type identification
(of which dynamic_cast is the most commonly used component).

When you allocate memory and fail to free it, you have a memory leak.
Memory leaks arise in both C and C++, but in C++, memory leaks leak
more than just memory. That’s because C++ automatically calls con-
structors when objects are created, and constructors may themselves
allocate resources. For example, consider this code:

class Widget { ... }; // some class — it doesn’t
// matter what it is

Widget *pw = new Widget; // dynamically allocate a
// Widget object

... // assume pw is never
// deleted

This code leaks memory, because the Widget pointed to by pw is never
deleted. However, if the Widget constructor allocates additional re-
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sources that are to be released when the Widget is destroyed (such as
file descriptors, semaphores, window handles, database locks, etc.),
those resources are lost just as surely as the memory is. To emphasize
that memory leaks in C++ often leak other resources, too, I usually
speak of resource leaks in this book rather than memory leaks.

You won’t see many inline functions in this book. That’s not because I
dislike inlining. Far from it, I believe that inline functions are an im-
portant feature of C++. However, the criteria for determining whether a
function should be inlined can be complex, subtle, and platform-de-
pendent. As a result, I avoid inlining unless there is a point about in-
lining I wish to make. When you see a non-inline function in More
Effective C++, that doesn’t mean I think it would be a bad idea to de-
clare the function inline, it just means the decision to inline that
function is independent of the material I’m examining at that point in
the book.

A few C++ features have been deprecated by the standardization com-
mittee. Such features are slated for eventual removal from the lan-
guage, because newer features have been added that do what the
deprecated features do, but do it better. In this book, I identify depre-
cated constructs and explain what features replace them. You should
try to avoid deprecated features where you can, but there’s no reason
to be overly concerned about their use. In the interest of preserving
backward compatibility for their customers, compiler vendors are
likely to support deprecated features for many years.

A client is somebody (a programmer) or something (a class or function,
typically) that uses the code you write. For example, if you write a Date
class (for representing birthdays, deadlines, when the Second Coming
occurs, etc.), anybody using that class is your client. Furthermore, any
sections of code that use the Date class are your clients as well. Cli-
ents are important. In fact, clients are the name of the game! If nobody
uses the software you write, why write it? You will find I worry a lot
about making things easier for clients, often at the expense of making
things more difficult for you, because good software is “clientcentric”
— it revolves around clients. If this strikes you as unreasonably phil-
anthropic, view it instead through a lens of self-interest. Do you ever
use the classes or functions you write? If so, you’re your own client, so
making things easier for clients in general also makes them easier for
you.

When discussing class or function templates and the classes or func-
tions generated from them, I reserve the right to be sloppy about the
difference between the templates and their instantiations. For exam-
ple, if Array is a class template taking a type parameter T, I may refer
to a particular instantiation of the template as an Array, even though
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ray<T> is really the name of the class. Similarly, if swap is a func-
n template taking a type parameter T, I may refer to an instantiation
swap instead of swap<T>. In cases where this kind of shorthand
ght be unclear, I include template parameters when referring to
plate instantiations.

porting Bugs, Making Suggestions, Getting Book Updates

ave tried to make this book as accurate, readable, and useful as
ssible, but I know there is room for improvement. If you find an error
any kind — technical, grammatical, typographical, whatever —
ase tell me about it. I will try to correct the mistake in future print-
s of the book, and if you are the first person to report it, I will gladly
d your name to the book’s acknowledgments. If you have other sug-
tions for improvement, I welcome those, too.

ntinue to collect guidelines for effective programming in C++. If you
ve ideas for new guidelines, I’d be delighted if you’d share them with
. Send your guidelines, your comments, your criticisms, and your
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Scott Meyers
c/o Editor-in-Chief, Corporate and Professional Publishing
Addison-Wesley Publishing Company
1 Jacob Way
Reading, MA 01867
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h other book-related information, is available from Addison-Wesley
World Wide Web URL http://www.awl.com/cp/mec++.html. If you
uld like a copy of the list of changes to this book, but you lack ac-
s to the Internet, please send a request to one of the addresses

ove, and I will see that the list is sent to you.

ou’d like to be notified when I make changes to this book, consider
ing my mailing list. For details, consult http://www.aristeia.com/
ilingList/index.html.

ough preliminaries. On with the show!
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Basics

BasicsAh, the basics. Pointers, references, casts, arrays, constructors — you
can’t get much more basic than that. All but the simplest C++ pro-
grams use most of these features, and many programs use them all. 

In spite of our familiarity with these parts of the language, sometimes
they can still surprise us. This is especially true for programmers mak-
ing the transition from C to C++, because the concepts behind refer-
ences, dynamic casts, default constructors, and other non-C features
are usually a little murky.

This chapter describes the differences between pointers and references
and offers guidance on when to use each. It introduces the new C++
syntax for casts and explains why the new casts are superior to the C-
style casts they replace. It examines the C notion of arrays and the C++
notion of polymorphism, and it describes why mixing the two is an idea
whose time will never come. Finally, it considers the pros and cons of
default constructors and suggests ways to work around language re-
strictions that encourage you to have one when none makes sense.

By heeding the advice in the items that follow, you’ll make progress to-
ward a worthy goal: producing software that expresses your design in-
tentions clearly and correctly.

Item 1: Distinguish between pointers and references.
Pointers versus ReferencesPointers and references look different enough (pointers use the “*” and
“->” operators, references use “.”), but they seem to do similar things.
Both pointers and references let you refer to other objects indirectly.
How, then, do you decide when to use one and not the other?

First, recognize that there is no such thing as a null reference. A refer-
ence must always refer to some object. As a result, if you have a vari-
able whose purpose is to refer to another object, but it is possible that
there might not be an object to refer to, you should make the variable
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a pointer, because then you can set it to null. On the other hand, if the
variable must always refer to an object, i.e., if your design does not
allow for the possibility that the variable is null, you should probably
make the variable a reference.

“But wait,” you wonder, “what about underhandedness like this?”

char *pc = 0; // set pointer to null

char& rc = *pc; // make reference refer to
// dereferenced null pointer

Well, this is evil, pure and simple. The results are undefined (compilers
can generate output to do anything they like), and people who write
this kind of code should be shunned until they agree to cease and de-
sist. If you have to worry about things like this in your software, you’re
probably best off avoiding references entirely. Either that or finding a
better class of programmers to work with. We’ll henceforth ignore the
possibility that a reference can be “null.”

Because a reference must refer to an object, C++ requires that refer-
ences be initialized:

string& rs; // error! References must
// be initialized

string s("xyzzy");

string& rs = s; // okay, rs refers to s

Pointers are subject to no such restriction:

string *ps; // uninitialized pointer:
// valid but risky

The fact that there is no such thing as a null reference implies that it
can be more efficient to use references than to use pointers. That’s be-
cause there’s no need to test the validity of a reference before using it:

void printDouble(const double& rd)
{

cout << rd; // no need to test rd; it
} // must refer to a double

Pointers, on the other hand, should generally be tested against null:

void printDouble(const double *pd)
{
if (pd) { // check for null pointer
cout << *pd; 

}
}
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Another important difference between pointers and references is that
pointers may be reassigned to refer to different objects. A reference,
however, always refers to the object with which it is initialized:

string s1("Nancy");
string s2("Clancy");

string& rs = s1; // rs refers to s1

string *ps = &s1; // ps points to s1

rs = s2; // rs still refers to s1,
// but s1’s value is now
// "Clancy"

ps = &s2; // ps now points to s2;
// s1 is unchanged 

In general, you should use a pointer whenever you need to take into
account the possibility that there’s nothing to refer to (in which case
you can set the pointer to null) or whenever you need to be able to refer
to different things at different times (in which case you can change
where the pointer points). You should use a reference whenever you
know there will always be an object to refer to and you also know that
once you’re referring to that object, you’ll never want to refer to any-
thing else.

There is one other situation in which you should use a reference, and
that’s when you’re implementing certain operators. The most common
example is operator[]. This operator typically needs to return some-
thing that can be used as the target of an assignment:

vector<int> v(10); // create an int vector of size 10; 
// vector is a template in the 
// standard C++ library (see Item 35)

v[5] = 10; // the target of this assignment is
// the return value of operator[]

If operator[] returned a pointer, this last statement would have to be
written this way:

*v[5] = 10;

But this makes it look like v is a vector of pointers, which it’s not. For
this reason, you’ll almost always want operator[] to return a refer-
ence. (For an interesting exception to this rule, see Item 30.)

References, then, are the feature of choice when you know you have
something to refer to and when you’ll never want to refer to anything
else. They’re also appropriate when implementing operators whose
syntactic requirements make the use of pointers undesirable. In all
other cases, stick with pointers.
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Item 2: Prefer C++-style casts.
New Casting OperatorsConsider the lowly cast. Nearly as much a programming pariah as the
goto, it nonetheless endures, because when worse comes to worst and
push comes to shove, casts can be necessary. Casts are especially nec-
essary when worse comes to worst and push comes to shove.

Still, C-style casts are not all they might be. For one thing, they’re
rather crude beasts, letting you cast pretty much any type to pretty
much any other type. It would be nice to be able to specify more pre-
cisely the purpose of each cast. There is a great difference, for example,
between a cast that changes a pointer-to-const-object into a pointer-
to-non-const-object (i.e., a cast that changes only the constness of an
object) and a cast that changes a pointer-to-base-class-object into a
pointer-to-derived-class-object (i.e., a cast that completely changes an
object’s type). Traditional C-style casts make no such distinctions.
(This is hardly a surprise. C-style casts were designed for C, not C++.)

A second problem with casts is that they are hard to find. Syntacti-
cally, casts consist of little more than a pair of parentheses and an
identifier, and parentheses and identifiers are used everywhere in C++.
This makes it tough to answer even the most basic cast-related ques-
tions, questions like, “Are any casts used in this program?” That’s be-
cause human readers are likely to overlook casts, and tools like grep
cannot distinguish them from non-cast constructs that are syntacti-
cally similar.

C++ addresses the shortcomings of C-style casts by introducing four
new cast operators, static_cast, const_cast, dynamic_cast, and
reinterpret_cast. For most purposes, all you need to know about
these operators is that what you are accustomed to writing like this,

(type) expression

you should now generally write like this:

static_cast<type>(expression)

For example, suppose you’d like to cast an int to a double to force an
expression involving ints to yield a floating point value. Using C-style
casts, you could do it like this:

int firstNumber, secondNumber;

...

double result = ((double)firstNumber)/secondNumber;

With the new casts, you’d write it this way:

double result = static_cast<double>(firstNumber)/secondNumber;
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Now there’s a cast that’s easy to see, both for humans and for pro-
grams.

static_cast has basically the same power and meaning as the gen-
eral-purpose C-style cast. It also has the same kind of restrictions. For
example, you can’t cast a struct into an int or a double into a
pointer using static_cast any more than you can with a C-style cast.
Furthermore, static_cast can’t remove constness from an expres-
sion, because another new cast, const_cast, is designed specifically
to do that.

The other new C++ casts are used for more restricted purposes.
const_cast is used to cast away the constness or volatileness of
an expression. By using a const_cast, you emphasize (to both hu-
mans and compilers) that the only thing you want to change through
the cast is the constness or volatileness of something. This mean-
ing is enforced by compilers. If you try to employ const_cast for any-
thing other than modifying the constness or volatileness of an
expression, your cast will be rejected. Here are some examples:

class Widget { ... };
class SpecialWidget: public Widget { ... };

void update(SpecialWidget *psw);

SpecialWidget sw; // sw is a non-const object,
const SpecialWidget& csw = sw; // but csw is a reference to

// it as a const object

update(&csw); // error! can’t pass a const
// SpecialWidget* to a function
// taking a SpecialWidget*

update(const_cast<SpecialWidget*>(&csw));
// fine, the constness of &csw is 
// explicitly cast away (and 
// csw — and sw — may now be 
// changed inside update)

update((SpecialWidget*)&csw);
// same as above, but using a
// harder-to-recognize C-style cast

Widget *pw = new SpecialWidget;

update(pw); // error! pw’s type is Widget*, but
// update takes a SpecialWidget*

update(const_cast<SpecialWidget*>(pw));
// error! const_cast can be used only
// to affect constness or volatileness,
// never to cast down the inheritance
// hierarchy

By far the most common use of const_cast is to cast away the con-
stness of an object.
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The second specialized type of cast, dynamic_cast, is used to perform
safe casts down or across an inheritance hierarchy. That is, you use
dynamic_cast to cast pointers or references to base class objects into
pointers or references to derived or sibling base class objects in such a
way that you can determine whether the casts succeeded.† Failed casts
are indicated by a null pointer (when casting pointers) or an exception
(when casting references):

Widget *pw;

...

update(dynamic_cast<SpecialWidget*>(pw));
// fine, passes to update a pointer
// to the SpecialWidget pw points to 
// if pw really points to one, 
// otherwise passes the null pointer

void updateViaRef(SpecialWidget& rsw);

updateViaRef(dynamic_cast<SpecialWidget&>(*pw));
// fine, passes to updateViaRef the 
// SpecialWidget pw points to if pw 
// really points to one, otherwise 
// throws an exception

dynamic_casts are restricted to helping you navigate inheritance hi-
erarchies. They cannot be applied to types lacking virtual functions
(see also Item 24), nor can they cast away constness:

int firstNumber, secondNumber;
...
double result = dynamic_cast<double>(firstNumber)/secondNumber;

// error! int has no virtual functions

const SpecialWidget sw;
...
update(dynamic_cast<SpecialWidget*>(&sw));

// error! dynamic_cast can’t cast 
// away constness

If you want to perform a cast on a type where inheritance is not in-
volved, you probably want a static_cast. To cast constness away,
you always want a const_cast.

The last of the four new casting forms is reinterpret_cast. This op-
erator is used to perform type conversions whose result is nearly al-
ways implementation-defined. As a result, reinterpret_casts are
rarely portable.

† A second, unrelated use of dynamic_cast is to find the beginning of the memory oc-
cupied by an object. We explore that capability in Item 27.
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The most common use of reinterpret_cast is to cast between func-
tion pointer types. For example, suppose you have an array of pointers
to functions of a particular type:

typedef void (*FuncPtr)(); // a FuncPtr is a pointer 
// to a function taking no
// args and returning void

FuncPtr funcPtrArray[10]; // funcPtrArray is an array
// of 10 FuncPtrs

Let us suppose you wish (for some unfathomable reason) to place a
pointer to the following function into funcPtrArray:

int doSomething();

You can’t do what you want without a cast, because doSomething has
the wrong type for funcPtrArray. The functions in funcPtrArray re-
turn void, but doSomething returns an int:

funcPtrArray[0] = &doSomething; // error! type mismatch

A reinterpret_cast lets you force compilers to see things your way:

funcPtrArray[0] = // this compiles
reinterpret_cast<FuncPtr>(&doSomething);

Casting function pointers is not portable (C++ offers no guarantee that
all function pointers are represented the same way), and in some cases
such casts yield incorrect results (see Item 31), so you should avoid
casting function pointers unless your back’s to the wall and a knife’s
at your throat. A sharp knife. A very sharp knife.

If your compilers lack support for the new casting forms, you can use
traditional casts in place of static_cast, const_cast, and
reinterpret_cast. Furthermore, you can use macros to approxi-
mate the new syntax:

#define static_cast(TYPE,EXPR) ((TYPE)(EXPR))
#define const_cast(TYPE,EXPR) ((TYPE)(EXPR))
#define reinterpret_cast(TYPE,EXPR) ((TYPE)(EXPR))

You’d use the approximations like this:

double result = static_cast(double, firstNumber)/secondNumber;

update(const_cast(SpecialWidget*, &sw));

funcPtrArray[0] = reinterpret_cast(FuncPtr, &doSomething);

These approximations won’t be as safe as the real things, of course,
but they will simplify the process of upgrading your code when your
compilers support the new casts.
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There is no easy way to emulate the behavior of a dynamic_cast, but
many libraries provide functions to perform safe inheritance-based
casts for you. If you lack such functions and you must perform this
type of cast, you can fall back on C-style casts for those, too, but then
you forego the ability to tell if the casts fail. Needless to say, you can
define a macro to look like dynamic_cast, just as you can for the other
casts:

#define dynamic_cast(TYPE,EXPR) ((TYPE)(EXPR))

Remember that this approximation is not performing a true
dynamic_cast; there is no way to tell if the cast fails.

I know, I know, the new casts are ugly and hard to type. If you find
them too unpleasant to look at, take solace in the knowledge that C-
style casts continue to be valid. However, what the new casts lack in
beauty they make up for in precision of meaning and easy recogniz-
ability. Programs that use the new casts are easier to parse (both for
humans and for tools), and they allow compilers to diagnose casting
errors that would otherwise go undetected. These are powerful argu-
ments for abandoning C-style casts, and there may also be a third:
perhaps making casts ugly and hard to type is a good thing.

Item 3: Never treat arrays polymorphically.
Arrays and PolymorphismOne of the most important features of inheritance is that you can ma-
nipulate derived class objects through pointers and references to base
class objects. Such pointers and references are said to behave polymor-
phically — as if they had multiple types. C++ also allows you to manip-
ulate arrays of derived class objects through base class pointers and
references. This is no feature at all, because it almost never works the
way you want it to.

For example, suppose you have a class BST (for binary search tree ob-
jects) and a second class, BalancedBST, that inherits from BST:

class BST { ... };

class BalancedBST: public BST { ... };

In a real program such classes would be templates, but that’s unim-
portant here, and adding all the template syntax just makes things
harder to read. For this discussion, we’ll assume BST and Bal-
ancedBST objects contain only ints.

Consider a function to print out the contents of each BST in an array
of BSTs:
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void printBSTArray(ostream& s,
const BST array[],
int numElements)

{
for (int i = 0; i < numElements; ++i) {
s << array[i]; // this assumes an

} // operator<< is defined
} // for BST objects

This will work fine when you pass it an array of BST objects:

BST BSTArray[10];

...

printBSTArray(cout, BSTArray, 10); // works fine

Consider, however, what happens when you pass printBSTArray an
array of BalancedBST objects:

BalancedBST bBSTArray[10];

...

printBSTArray(cout, bBSTArray, 10); // works fine?

Your compilers will accept this function call without complaint, but
look again at the loop for which they must generate code:

for (int i = 0; i < numElements; ++i) {
s << array[i];

}

Now, array[i] is really just shorthand for an expression involving
pointer arithmetic: it stands for *(array+i). We know that array is a
pointer to the beginning of the array, but how far away from the mem-
ory location pointed to by array is the memory location pointed to by
array+i? The distance between them is i*sizeof(an object in the
array), because there are i objects between array[0] and array[i].
In order for compilers to emit code that walks through the array cor-
rectly, they must be able to determine the size of the objects in the ar-
ray. This is easy for them to do. The parameter array is declared to be
of type array-of-BST, so each element of the array must be a BST, and
the distance between array and array+i must be i*sizeof(BST).

At least that’s how your compilers look at it. But if you’ve passed an
array of BalancedBST objects to printBSTArray, your compilers are
probably wrong. In that case, they’d assume each object in the array is
the size of a BST, but each object would actually be the size of a Bal-
ancedBST. Derived classes usually have more data members than their
base classes, so derived class objects are usually larger than base
class objects. We thus expect a BalancedBST object to be larger than a


